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## Question 1. This question uses R S3 OOP to manipulate regular polygons whose vertices are (by default) on the unit circle of the plane, i.e., centred always at the origin. Write some code to implement the following. You’ll need to define a class called “regpolygon3” that contains information on its radius and angle because later we allow them to change. To keep things uniform, by default, one of the vertices is located at (0, 1). See Figure 1.

### (a) Write a constructor function to create a regular polygon with any number of sides, from 3 and upwards. Allow for circles. Hence each object should contain the following information: the number of sides, the coordinates of one of its vertices, and an optional name such as “triangle”, “square”, “pentagon”, “hexagon”,. . . , “circle”.Build in some error checking too. For example, the number of sides should be integervalued, the radius should be positive and finite, etc. Of course, missing values are not allowed. Run your code to create something like the following. [5 marks]

newregpolygon3 <- function(sides = 3) {  
 if (sides < 2) {  
 stop("sides should be greater than or equal to 3")  
 } else if (is.infinite(sides)) {  
 sides <- 99  
 } else if (sides%%1 != 0) {  
 stop("sides should be integer")  
 }  
   
 # sides + 1 in order to have a closing point  
 radius <- 1  
 shift <- 0  
   
 regpolygon3(sides, radius, shift)  
}  
  
regpolygon3 <- function(sides, radius, shift) {  
   
 theta0 <- shift + seq(0, 2 \* pi, length = sides + 1)  
 x <- radius \* round(sin(theta0), 4)  
 y <- radius \* round(cos(theta0), 4)  
   
 if(sides == 99) {  
 name <- "circle"  
 } else if (sides < 20) {  
 name <- switch(sides - 2, "triangle", "square", "pentagon", "hexagon", "heptagon", "octagon", "enneagon", "decagon", "hendecagon", "dodecagon", "triskaidecagon", "tetrakaidecagon", "pentakaidecagon", "hexakaidecagon", "heptakaidecagon", "octakaidecagon", "enneakaidecagon", "enneakaidecagon")  
 } else {  
 name <- paste(sides, "gon", sep = "-")  
 }  
   
 pts <- list(  
 list(  
 x = x,   
 y = y,   
 sides = sides,   
 name = name,  
 radius = radius,  
 shift = shift  
 )  
 )  
   
 names(pts) <- "polygon"   
   
 class(pts) <- c("newregpolygon3", "regpolygon3")  
   
 pts  
}  
  
   
rpg3 <- newregpolygon3()  
rpg4 <- newregpolygon3(sides = 4) # Square  
rpg8 <- newregpolygon3(sides = 8) # Octagon  
rpgInf <- newregpolygon3(sides = Inf) # Circle  
reg <- regpolygon3(3, 3, 0)

### (b) Write three generic R S3 accessor functions to return

#### - the number of sides of the regular polygon,

#### - the radius, and

#### - all the vertices (as a 2-column matrix, and for circles, have c.100 rows as an approximation.

#### Run your code as follows: [5 marks]

sides <- function(obj) obj$polygon$sides  
radius <- function(obj) {  
 firstVertixX <- obj$polygon$x[1]  
 firstVertixY <- obj$polygon$y[1]  
   
 sqrt(firstVertixX^2 + firstVertixY^2)  
}  
  
vertices <- function(obj) {  
 cbind(x = obj$polygon$x, y = obj$polygon$y)  
}  
  
radius(rpg8)

## [1] 1

sides(rpg8)

## [1] 8

vertices(rpg8)

## x y  
## [1,] 0.0000 1.0000  
## [2,] 0.7071 0.7071  
## [3,] 1.0000 0.0000  
## [4,] 0.7071 -0.7071  
## [5,] 0.0000 -1.0000  
## [6,] -0.7071 -0.7071  
## [7,] -1.0000 0.0000  
## [8,] -0.7071 0.7071  
## [9,] 0.0000 1.0000

### (c) Write a print methods function to display the objects. The following commands should print out something appropriate, i.e., a short self-contained description of the object, including the coordinates of at least one vertex. [3 marks]

xcoords <- function(obj) obj$polygon$x  
ycoords <- function(obj) obj$polygon$y  
rcoords <- function(obj) obj$polygon$radius  
scoords <- function(obj) obj$polygon$shift  
namepoly <- function(obj) obj$polygon$name  
  
print.regpolygon3 <- function(obj) {  
 print("This is S3 Object for creating polygons", quote = FALSE)  
 print(paste("sides ", sides(obj)), quote = FALSE)  
   
 print(paste("vertex","(",   
 format(xcoords(obj)), ", ",   
 format(ycoords(obj)), ")", sep = ""),   
 quote = FALSE)  
 print(paste("name ", namepoly(obj)), quote = FALSE)  
}  
  
rpg3

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 0.000, 1.0) vertex( 0.866, -0.5) vertex(-0.866, -0.5)  
## [4] vertex( 0.000, 1.0)  
## [1] name triangle

rpg4

## [1] This is S3 Object for creating polygons  
## [1] sides 4  
## [1] vertex( 0, 1) vertex( 1, 0) vertex( 0, -1) vertex(-1, 0)  
## [5] vertex( 0, 1)  
## [1] name square

rpg8

## [1] This is S3 Object for creating polygons  
## [1] sides 8  
## [1] vertex( 0.0000, 1.0000) vertex( 0.7071, 0.7071)  
## [3] vertex( 1.0000, 0.0000) vertex( 0.7071, -0.7071)  
## [5] vertex( 0.0000, -1.0000) vertex(-0.7071, -0.7071)  
## [7] vertex(-1.0000, 0.0000) vertex(-0.7071, 0.7071)  
## [9] vertex( 0.0000, 1.0000)  
## [1] name octagon

print(rpg8)

## [1] This is S3 Object for creating polygons  
## [1] sides 8  
## [1] vertex( 0.0000, 1.0000) vertex( 0.7071, 0.7071)  
## [3] vertex( 1.0000, 0.0000) vertex( 0.7071, -0.7071)  
## [5] vertex( 0.0000, -1.0000) vertex(-0.7071, -0.7071)  
## [7] vertex(-1.0000, 0.0000) vertex(-0.7071, 0.7071)  
## [9] vertex( 0.0000, 1.0000)  
## [1] name octagon

### (d) Now for plotting. Write some R S3 code so that, for example,

plot(rpg3, rpg4, rpg8, border = 1:3, lty = 1:3, lwd = c(2, 2, 3)) ###produces something like Figure 1. Of course, any number of regular polygons should be handled. Try to get it so that the aspect ratio is unity, i.e., x and y axes are the same length no matter what shape the window is. Test your code on the above example to obtain Figure 1. [7 marks] ####Hints: #####- the first two arguments of your plotting function should be “object, …” because object is to be plotted and … represents optional regular polygons. #####- Put the … into a list and plot each component of the list.

plot.regpolygon3 <- function(obj, ...) {  
   
 plot.new()  
 plot.window(xlim = c(-1, 1), ylim = c(-1, 1), asp = 1)  
 axis(1)  
 axis(2)  
   
 object <- c(obj)  
 params <- list(...)  
   
 #Detecting further objects of regpolygon3 in optional parametes  
 for(i in 1:length(params)) {  
 if(inherits(...elt(i), "regpolygon3")) {  
 object <- c(object, ...elt(i))  
 }  
 }  
   
   
 # detected object lengths  
 len <- length(object)  
   
 if(len > 2)  
 params <- params[names(params)][len:length(params)]  
   
 if(length(params[["lty"]]) > 0 && length(params[["lty"]]) < len) {  
 params[["lty"]] <- rep(params[["lty"]], len)  
 }  
   
 if(length(params[["lwd"]]) > 0 && length(params[["lwd"]]) < len) {  
 params[["lwd"]] <- rep(params[["lwd"]], len)  
 }  
   
 if(length(params[["border"]]) > 0 && length(params[["border"]]) < len) {  
 params[["border"]] <- rep(params[["border"]], len)  
 }  
   
 r <- 1  
 for(i in 1:len) {  
   
 x <- object[i]$polygon$x  
 y <- object[i]$polygon$y  
   
 if(object[i]$polygon$radius > r) {  
 r <- object[i]$polygon$radius  
 plot.window(xlim = c(-r, r), ylim = c(-r, r), asp = 1)  
 }  
   
   
 border <- ifelse(any(names(params) == "border"), params[["border"]][i], 1)  
 lty <- ifelse(any(names(params) == "lty"), params[["lty"]][i], 1)  
 lwd <- ifelse(any(names(params) == "lwd"), params[["lwd"]][i], 1)  
 col <- ifelse(any(names(params) == "col"), params[["col"]][i], NA)  
   
 polygon(x = x, y = y, border = border, lty = lty, lwd = lwd)  
 }  
   
}  
  
plot(rpg3, rpg4, rpg8, border = 1:3, lty = 1:3, lwd = c(2, 2, 3))
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### (e) Now we want to allow for ‘addition’ and ‘multiplication’. For example,

0.5 + rpg3 rpg3 \* 3

### The first means to rotate the regular polygon clockwise by 0.5 radians. The second statement means to multiply the radius of the encasing circle by 3. Of course

0.5 + 3 \* rpg3 3 \* (0.5 + rpg3)

### are okay too and should give the same answer (why?).

### Test your code with:

0.5 + 3 \* rpg3 3 \* (0.5 + rpg3)

Ops.regpolygon3 <- function(e1, e2) {  
  
 if (inherits(e1, "regpolygon3")) {   
 if (length(e2) != 1 && !is.numeric(e2))   
 stop("Second parameter should be a number")   
 sides <- sides(e1)  
 r <- rcoords(e1)  
 s <- scoords(e1)  
 a <- e2  
 } else if (inherits(e2, "regpolygon3")) {   
 if (length(e1) != 1 && !is.numeric(e1))   
 stop("First parameter should be a number")   
 sides <- sides(e2)  
 r <- rcoords(e2)  
 s <- scoords(e2)  
 a <- e1  
 }  
   
 if(.Generic == "\*") {  
 rgp <- regpolygon3(sides, a, s)  
 }  
   
 if(.Generic == "+") {  
 rgp <- regpolygon3(sides, r, a)  
 }  
   
 rgp  
  
}  
  
## Sample Results  
0.2 + rpg3

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 0.1987, 0.9801) vertex( 0.7494, -0.6621)  
## [3] vertex(-0.9481, -0.3180) vertex( 0.1987, 0.9801)  
## [1] name triangle

rpg3 \* 2

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 0.000, 2) vertex( 1.732, -1) vertex(-1.732, -1)  
## [4] vertex( 0.000, 2)  
## [1] name triangle

## Verification Results  
0.5 + 3 \* rpg3

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 1.4382, 2.6328) vertex( 1.5609, -2.5620)  
## [3] vertex(-2.9991, -0.0708) vertex( 1.4382, 2.6328)  
## [1] name triangle

3 \* (0.5 + rpg3)

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 1.4382, 2.6328) vertex( 1.5609, -2.5620)  
## [3] vertex(-2.9991, -0.0708) vertex( 1.4382, 2.6328)  
## [1] name triangle

Answer is same because its not using multipilcation or addition on the data instead it is used for indicating shift in angles and radius due to which there is no change

#### (ii) plot(rpg3 + pi/2, 2 \* rpg4 + pi/4, border = c(2, 4), lty = 1:2, lwd = 2)

plot(rpg3 + pi/2, 2 \* rpg4 + pi/4, border = c(2, 4), lty = 1:2, lwd = 2)

![](data:image/png;base64,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)

## 2. [30 marks] Here, we will repeat Question 1 using S4 R OOP, as follows.

### (a) Repeat Question 1(a) but call your class “regpolygon4”.

setClass("regpolygon4",   
 representation(  
 x = "numeric",   
 y = "numeric",   
 name = "character",   
 radius = "numeric",  
 shift = "numeric",  
 sides = "numeric"  
 )  
 )  
  
setClass("newregpolygon4",   
 representation(  
 sides = "numeric"  
 ),  
 contains = "regpolygon4"  
 )  
  
  
  
newregpolygon4 <- function(sides = 3){  
 if (sides < 2) {  
 stop("sides should be greater than or equal to 3")  
 } else if (is.infinite(sides)) {  
 sides <- 99  
 } else if (sides%%1 != 0) {  
 stop("sides should be integer")  
 }  
  
 regpolygon4(sides = sides, radius = 1, shift = 0)  
   
}  
  
regpolygon4 <- function(sides, radius, shift) {  
   
 theta0 <- shift + seq(0, 2 \* pi, length = sides + 1)  
   
 if(sides == 99) {  
 name <- "circle"  
 } else if (sides < 20) {  
 name <- switch(sides - 2, "triangle", "square", "pentagon", "hexagon", "heptagon", "octagon", "enneagon", "decagon", "hendecagon", "dodecagon", "triskaidecagon", "tetrakaidecagon", "pentakaidecagon", "hexakaidecagon", "heptakaidecagon", "octakaidecagon", "enneakaidecagon", "enneakaidecagon")  
 } else {  
 name <- paste(sides, "gon", sep = "-")  
 }  
   
 new("regpolygon4",  
 x = radius \* round(sin(theta0), 4),   
 y = radius \* round(cos(theta0), 4),  
 name = name,  
 sides = sides,  
 radius = radius,  
 shift = shift  
 )  
}  
  
rpg13 <- newregpolygon4()  
rpg14 <- newregpolygon4(sides = 4) # Square  
rpg18 <- newregpolygon4(sides = 8) # Octagon  
rpg1Inf <- newregpolygon4(sides = Inf) # Circle

### (b) Repeat Question 1(b).

sides <- function(obj) obj@sides  
  
radius <- function(obj) {  
 firstVertixX <- obj@x[1]  
 firstVertixY <- obj@y[1]  
   
 sqrt(firstVertixX^2 + firstVertixY^2)  
}  
  
vertices <- function(obj) {  
 cbind(x = obj@x, y = obj@y)  
}  
  
radius(rpg18)

## [1] 1

sides(rpg18)

## [1] 8

vertices(rpg18)

## x y  
## [1,] 0.0000 1.0000  
## [2,] 0.7071 0.7071  
## [3,] 1.0000 0.0000  
## [4,] 0.7071 -0.7071  
## [5,] 0.0000 -1.0000  
## [6,] -0.7071 -0.7071  
## [7,] -1.0000 0.0000  
## [8,] -0.7071 0.7071  
## [9,] 0.0000 1.0000

### (c) Repeat Question 1(c).

xcoords <- function(obj) obj@x  
ycoords <- function(obj) obj@y  
rcoords <- function(obj) obj@radius  
scoords <- function(obj) obj@shift  
namepoly <- function(obj) obj@name  
  
setMethod(show, signature(object = "regpolygon4"), function(object) {  
 print("This is S3 Object for creating polygons", quote = FALSE)  
 print(paste("sides ", sides(object)), quote = FALSE)  
   
 print(paste("vertex","(",   
 format(xcoords(object)), ", ",   
 format(ycoords(object)), ")", sep = ""),   
 quote = FALSE)  
 print(paste("name ", namepoly(object)), quote = FALSE)  
})  
  
rpg13

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 0.000, 1.0) vertex( 0.866, -0.5) vertex(-0.866, -0.5)  
## [4] vertex( 0.000, 1.0)  
## [1] name triangle

rpg14

## [1] This is S3 Object for creating polygons  
## [1] sides 4  
## [1] vertex( 0, 1) vertex( 1, 0) vertex( 0, -1) vertex(-1, 0)  
## [5] vertex( 0, 1)  
## [1] name square

rpg18

## [1] This is S3 Object for creating polygons  
## [1] sides 8  
## [1] vertex( 0.0000, 1.0000) vertex( 0.7071, 0.7071)  
## [3] vertex( 1.0000, 0.0000) vertex( 0.7071, -0.7071)  
## [5] vertex( 0.0000, -1.0000) vertex(-0.7071, -0.7071)  
## [7] vertex(-1.0000, 0.0000) vertex(-0.7071, 0.7071)  
## [9] vertex( 0.0000, 1.0000)  
## [1] name octagon

print(rpg18)

## [1] This is S3 Object for creating polygons  
## [1] sides 8  
## [1] vertex( 0.0000, 1.0000) vertex( 0.7071, 0.7071)  
## [3] vertex( 1.0000, 0.0000) vertex( 0.7071, -0.7071)  
## [5] vertex( 0.0000, -1.0000) vertex(-0.7071, -0.7071)  
## [7] vertex(-1.0000, 0.0000) vertex(-0.7071, 0.7071)  
## [9] vertex( 0.0000, 1.0000)  
## [1] name octagon

### (d) Repeat Question 1(d)

setMethod("plot", c("regpolygon4"), function(x, y=NULL, z=NULL, ...) {  
   
 plot.new()  
 plot.window(xlim = c(-1, 1), ylim = c(-1, 1), asp = 1)  
 axis(1)  
 axis(2)  
   
 object <- c(x, y, z)  
 params <- list(...)  
   
 #Detecting further objects of regpolygon3 in optional parametes  
 for(i in 1:length(params)) {  
 if(inherits(...elt(i), "regpolygon4")) {  
 object <- c(object, ...elt(i))  
 }  
 }  
   
 # detected object lengths  
 len <- length(object)  
 if(len > 3)  
 params <- params[names(params)][(len-2):length(params)]  
   
 if(length(params[["lty"]]) > 0 && length(params[["lty"]]) < len) {  
 params[["lty"]] <- rep(params[["lty"]], len)  
 }  
   
 if(length(params[["lwd"]]) > 0 && length(params[["lwd"]]) < len) {  
 params[["lwd"]] <- rep(params[["lwd"]], len)  
 }  
   
 if(length(params[["border"]]) > 0 && length(params[["border"]]) < len) {  
 params[["border"]] <- rep(params[["border"]], len)  
 }  
   
 r <- 1  
 for(i in 1:len) {  
   
 x <- object[[i]]@x  
 y <- object[[i]]@y  
   
 if(object[[i]]@radius > r) {  
 r <- object[[i]]@radius  
 plot.window(xlim = c(-r, r), ylim = c(-r, r), asp = 1)  
 }  
   
 border <- ifelse(any(names(params) == "border"), params[["border"]][i], 1)  
 lty <- ifelse(any(names(params) == "lty"), params[["lty"]][i], 1)  
 lwd <- ifelse(any(names(params) == "lwd"), params[["lwd"]][i], 1)  
 col <- ifelse(any(names(params) == "col"), params[["col"]][i], NA)  
   
 polygon(x = x, y = y, border = border, lty = lty, lwd = lwd)  
 }  
   
})  
  
plot(rpg13, rpg14, rpg18, border = 1:3, lty = 1:3, lwd = c(2, 2, 3))

![](data:image/png;base64,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)

### (e) Repeat Question 1(e).

#### (i)

setMethod("+", signature(e1 = "numeric", e2 = "regpolygon4"), function(e1, e2) {   
 if (length(e1) != 1 && !is.numeric(e1))   
 stop("First parameter should be a number")   
 sides <- sides(e2)  
 r <- rcoords(e2)  
 s <- scoords(e2)  
 a <- e1   
 regpolygon4(sides, r, a)   
})  
  
setMethod("+", signature(e1 = "regpolygon4", e2 = "numeric"), function(e1, e2) {   
 if (length(e2) != 1 && !is.numeric(e2))   
 stop("Second parameter should be a number")   
 sides <- sides(e1)  
 r <- rcoords(e1)  
 s <- scoords(e1)  
 a <- e2   
 regpolygon4(sides, r, a)   
})  
  
setMethod("\*", signature(e1 = "numeric", e2 = "regpolygon4"), function(e1, e2) {   
 if (length(e1) != 1 && !is.numeric(e1))   
 stop("First parameter should be a number")   
 sides <- sides(e2)  
 r <- rcoords(e2)  
 s <- scoords(e2)  
 a <- e1   
 regpolygon4(sides, a, s)   
})  
  
setMethod("\*", signature(e1 = "regpolygon4", e2 = "numeric"), function(e1, e2) {   
 if (length(e2) != 1 && !is.numeric(e2))   
 stop("Second parameter should be a number")   
 sides <- sides(e1)  
 r <- rcoords(e1)  
 s <- scoords(e1)  
 a <- e2   
 regpolygon4(sides, a, s)   
})  
  
  
## Sample Results  
0.5 + rpg13

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 0.4794, 0.8776) vertex( 0.5203, -0.8540)  
## [3] vertex(-0.9997, -0.0236) vertex( 0.4794, 0.8776)  
## [1] name triangle

rpg13 \* 3

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 0.000, 3.0) vertex( 2.598, -1.5) vertex(-2.598, -1.5)  
## [4] vertex( 0.000, 3.0)  
## [1] name triangle

## Verification Results  
0.5 + 3 \* rpg13

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 1.4382, 2.6328) vertex( 1.5609, -2.5620)  
## [3] vertex(-2.9991, -0.0708) vertex( 1.4382, 2.6328)  
## [1] name triangle

3 \* (0.5 + rpg13)

## [1] This is S3 Object for creating polygons  
## [1] sides 3  
## [1] vertex( 1.4382, 2.6328) vertex( 1.5609, -2.5620)  
## [3] vertex(-2.9991, -0.0708) vertex( 1.4382, 2.6328)  
## [1] name triangle

#### (ii)

plot(rpg13 + pi/2, 2 \* rpg14 + pi/4, border = c(2, 4), lty = 1:2, lwd = 2)

![](data:image/png;base64,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)